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ABSTRACT

Refactoring is a critical task in software maintenance and is commonly 
applied to improve system design or to cope with design defects. 
There are 68 different types of refactoring techniques and each 
technique has a particular purpose and effect. However, most prior 
studies have selected refactoring techniques based on their common 
use in academic research without obtaining evidence from the 
software industry. This is a shortcoming that points to the existence 
of a clear gap between academic research and the corresponding 
industry practices. Therefore, to bridge this gap, this study identified 
the most frequently used refactoring techniques, the commonly 
used programming language, and methods of applying refactoring 
techniques in the current practices of software refactoring among 
software practitioners in the industry, by using an online survey. 
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The findings from the survey revealed the most used refactoring 
techniques, programming language, and the methods of applying the 
refactoring techniques. This study contributes toward the improvement 
of software development practices by adding empirical evidence on 
software refactoring used by software developers. The findings would 
be beneficial for researchers to develop reference models and software 
tools to guide the practitioners in using these refactoring techniques 
based on their effect on software quality attributes to improve the 
quality of the software systems as a whole.
Keywords: Exploratory study, software refactoring, survey, 
refactoring techniques.

Introduction

The codes and associated documentation of software systems 
always undergo modifications because of a problem or the necessity 
for improvement (L’Erario & Thomazinho, 2020; Rajlich, 2014). 
Therefore, software maintenance has become an integral component 
of software development and management (Rehman et al., 2018; Sun 
et al., 2015). The maintenance process includes the essential tasks 
to preserve the integrity of the existing software system (Ghannem 
et al., 2017). These modifications are incremental and aim to either 
update some functionalities, correct some design flaws, or fix some 
bugs (Ghannem et al., 2017; L’Erario & Thomazinho, 2020). These 
software maintenance activities become more complex when the size 
of the system and the number of requirements increase at any one time 
(Ghannem et al., 2017). Another term usually associated with software 
maintenance is software evolution (Godfrey & German, 2008; Rajlich, 
2014). The term ‘evolution’ is defined as the “capability of software 
products to be evolved to continue to serve their customers in a cost-
effective manner” (Ciraci & van den Broek, 2006; Cook et al., 2000). 
Therefore, software evolution is a subset of software maintenance 
activities. Software maintenance and evolution activities are inevitable 
due to requests generated for improvements and change (L’Erario & 
Thomazinho, 2020; Rajlich, 2014). Many studies have reported that 
software maintenance and evolution activities represent more than 
80 percent of the total software development costs (Alizadeh et al., 
2019; Fernández-Sáez et al., 2018; L’Erario & Thomazinho, 2020; 
Ouni et al., 2016). It has also been shown that software developers 
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typically spend around 60 percent of their time to understand the 
codes they are maintaining (Abid et al., 2020; Alizadeh et al., 2019). 
With the evolution of the software industry resulting in the growth 
and complexity of software day-by-day, software practitioners are 
acknowledging the significance of good quality software (Malhotra & 
Jain, 2019). Clearly, software developers need better ways to manage 
and reduce the growing complexity of software systems and improve 
their productivity. 

Fortunately, the cost of software maintenance and evolution activities 
can be significantly reduced by the software refactoring process 
(Besker et al., 2018; Kaur & Singh, 2019; Mkaouer et al., 2014; 
Ouni et al., 2016). Refactoring is considered as a standard solution, 
which involves improving the design structure of the software while 
preserving its functionality (Alizadeh et al., 2019). For this purpose, 
68 basic types of refactoring techniques have been proposed and 
categorized into six categories based on their similarity in purpose 
(Fowler et al., 2002; Fowler & Beck, 2019). Each refactoring 
technique comes with the motivation to use it and the explanation on 
how to perform each technique (Elish & Alshayeb, 2011; Fowler et 
al., 2002; Fowler & Beck, 2019; Rochimah et al., 2015). 

Many studies have addressed the impact of different refactoring 
techniques on software quality attributes. The findings reveal that the 
refactoring techniques do not always improve all aspects of software 
quality (Al-Dallal & Abdin, 2018; Almogahed et al., 2018; Almogahed 
et al., 2019; Kaur & Singh, 2019). Different refactoring techniques 
have a diverse (and sometimes opposite) impact on software quality 
(Al-Dallal & Abdin, 2018; Almogahed et al., 2018; Almogahed et al., 
2019; Kaur & Singh, 2019). Therefore, there is no consensus among 
researchers regarding the impact of the refactoring techniques on 
software quality. The inconsistent or contradictory results concerning 
the impact of refactoring techniques on software quality have become 
challenges for developers when they use the refactoring techniques to 
improve software quality. Chaparro et al. (2014) posited that assessing 
the pros and cons of a refactoring technique is very challenging for 
software developers and this becomes even more challenging when 
one refactoring technique conflicts with another. Additionally, 
Nyamawe et al. (2018) indicated that selecting the best refactoring 
technique from some potential techniques to remove a design flaw 
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is challenging for software developers. According to Nyamawe et al. 
(2019), it is often challenging to determine which kind of refactoring 
technique should be applied. In other words, it is very challenging for 
software practitioners to select appropriate refactoring techniques to 
improve software quality (Al-Dallal & Abdin, 2018; Almogahed et 
al., 2018; Almogahed et al., 2019; Kaur & Singh, 2019). Evaluating 
the pros and cons of each refactoring technique involves a great deal 
of effort and time, and this in turn, leads to increased maintenance 
costs. However, according to Kaur and Singh (2019), most of the 
previous studies have not provided any valid justification when 
choosing refactoring techniques. The issues of refactoring techniques 
that software practitioners most or least frequently perform as part of 
their daily maintenance tasks have been selected by very few studies 
(Kaur & Singh, 2019). This observation indicates the gap between 
refactoring techniques examined by academic researchers and 
refactoring techniques actually applied by industry practitioners (Al-
Dallal & Abdin, 2018; Kaur & Singh, 2019). Therefore, it is suggested 
for researchers to involve industry professionals when conducting a 
survey to select the most frequently used refactoring activities (Al-
Dallal & Abdin, 2018; Kaur & Singh, 2019). 

This study identifies the most frequent refactoring techniques applied 
by software practitioners at present. In addition, it distinguishes the 
commonly used programming language and methods of applying 
refactoring techniques. For these purposes, an exploratory study was 
conducted using the quantitative approach, i.e., an online survey, 
to obtain insights from the practitioners on their current software 
refactoring practices. The identification of the most frequently 
used refactoring techniques by software practitioners would enable 
researchers to focus on the techniques in their studies. In this way, 
solutions to mitigate the challenges faced by software practitioners 
in selecting appropriate refactoring techniques that can improve 
the quality of software systems and eliminate design flaws can be 
proposed. As a result, the effort and time spent by software practitioners 
to assess the pros and cons of each refactoring technique can be 
saved, which in turn, will reduce maintenance costs. In addition, the 
common programming languages used for refactoring by software 
practitioners can be identified. Researchers will therefore be able to 
develop techniques and tools to apply automatically in refactoring 
techniques based on the common programming languages.
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The remainder of this paper is structured as follows. The Related 
Works Section describes the literature review, the Methodology 
Section explains the methodology used for the research, the Results 
and Findings Section reports the results and findings, the Discussion 
Section deliberates the findings, and lastly, the Conclusion Section 
concludes and recommends future research.

RELATED WORKS

The term ‘refactoring’ was first coined by Opdyke in his PhD thesis 
in the context of object-oriented programming (Opdyke, 1992). 
Refactoring has been defined as “the process of changing a software 
system in such a way that it does not alter the external behavior of 
the code and yet, improves its internal structure” (Fowler et al., 2002; 
Fowler & Beck, 2019). In other words, refactoring is a process that 
makes a change in the internal structure of the software in order to 
make it simpler to understand and cheaper to modify without altering 
the software’s behavior (Al-Dallal, 2015; Choi et al., 2018; Kaur & 
Singh, 2017). This means the internal structure of a software can 
be improved by refactoring without creating any new functionality 
(Alves et al., 2016). This strategy can be achieved by restructuring 
classes, methods, and variables, mainly to assist in modifications and 
extensions in the future (Elish & Alshayeb, 2011; Fowler et al., 2002; 
Fowler & Beck, 2019). This restructuring is utilized to enhance several 
software qualities attributes, including extensibility, maintainability, 
reusability, and understandability (Fowler et al., 2002; Fowler & 
Beck, 2019; Wang et al., 2015). Fowler et al. (2002) proposed 68 
refactoring techniques in their refactoring catalog grouped into six 
categories as shown in Table 1.
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Table 1 

Categories of Refactoring with Their Relevant Techniques

Category Refactoring Techniques

Composing Methods
1)	 Extract Method 2) Inline Method 3) 
Replace Temp with Query 4) Replace Method 
with Method Object 5) Substitute Algorithm 
6) Extract Variable 7) Inline Temp 8) Split 
Temporary Variable 8) Remove Assignments 
to Parameters 9) Introduce Explaining 
Variable.

Simplifying 
Conditional 
Expressions

1)	 Decompose Conditional 2) Replace 
Conditional with Polymorphism 3) Introduce 
Null Object 4) Introduce Assertion 5) 
Consolidate Conditional Expression 6) 
Consolidate Duplicate Conditional Fragments 
7) Remove Control Flag 8) Replace Nested 
Conditional with Guard Clauses.

Moving Features 
between Objects

1)	 Move Method 2) Move Field 3) Extract Class 
4) Inline Class 5) Hide Delegate 6) Remove 
Middleman 7) Introduce Foreign Method 8) 
Introduce Local Extension.

Organizing Data

1)	 Replace Data Value with Object 2) Replace 
Array with Object 3) Duplicate Observed 
Data 4) Change Bidirectional Association 
to Unidirectional 5) Encapsulate Field 6) 
Encapsulate Collection 7) Replace Type 
Code with Class 8) Replace Type Code 
with Subclasses 9) Replace Type Code with 
State/Strategy 10) Self Encapsulate Field 
11) Change Value to Reference 12) Change 
Reference to Value 13) Change Unidirectional 
Association to Bidirectional 14) Replace 
Magic Number with Symbolic Constant 15) 
Replace Subclass with Fields 16) Replace 
Record with Data Class.

(continued)
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Dealing with 
Generalization

1)	 Pull Up Method 2) Push Down Method 3) 
Push Down Field 4) Extract Subclass 5) 
Extract Superclass 6) Extract Interface 7) 
Collapse Hierarchy 8) Form Template Method 
9) Replace Inheritance with Delegation 10) 
Replace Delegation with Inheritance 11) Pull 
Up Field 12) Pull Up Constructor Body

Simplifying Method 
Calls

1) Rename Method 2) Remove Parameter 3) 
Replace Parameter with Explicit Methods 4) 
Preserve Whole Object 5) Replace Parameter 
with Method 6) Introduce Parameter Object 
7) Remove Setting Method 8) Add Parameter 
9) Separate Query from Modifier 10) 
Parameterize Method 11) Hide Method 12) 
Replace Constructor with Factory Method 
13) Replace Error Code with Exception 14) 
Replace Exception with Test 15) Encapsulate 
Downcast.

The refactoring techniques in the ‘Composing Methods’ category 
are used to package codes effectively. Typically, large methods cause 
most of the problems as they often include numerous information 
that makes them complex and hard to understand. The refactoring 
techniques in the ‘Composing Methods’ category streamline methods, 
eliminate code duplication, and facilitate future improvements. The 
refactoring techniques in the ‘Simplifying Conditional Expressions’ 
category are used to simplify complicated conditional statements. 
The refactoring techniques in the ‘Moving Features between Objects’ 
category are used to distribute functionalities in a perfect way among 
different classes in case these functionalities are not distributed in an 
appropriate way. These refactoring techniques demonstrate ways to 
move functionalities in a safe way between classes and generate new 
classes. The refactoring techniques in the ‘Organizing Data’ category 
help to deal with data in an easy way. In other words, they help to 
handle data and hide information from public access. The refactoring 
techniques in the ‘Dealing with Generalization’ category deal with 
moving methods around the inheritance hierarchy. They are mainly 
attached to moving functionalities around a hierarchy of the class 
inheritance, producing new classes, and replacing inheritance among 
classes with a delegation and vice versa. The refactoring techniques 

Category Refactoring Techniques
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in the ‘Simplifying Method Calls’ category help to make the calling 
of the methods simpler to understand. In turn, this leads to simplifying 
the interaction among classes. 

Regarding the most commonly used refactoring techniques, a few prior 
studies have discussed the selection of the refactoring techniques. Kim 
et al. (2014) studied the benefits and challenges of refactoring at the 
Microsoft company by using three complemental methods (interview, 
survey, and quantitative analysis) for the version history of Windows 
7. The overall results showed that the benefits of refactoring included 
an improvement of the quality, while its challenges were costs and 
risks. Additionally, Kim et al. (2014) identified seven refactoring 
techniques as shown in Table 2 that are commonly used by the software 
practitioners at the Microsoft company. Ouni et al. (2015) claimed that 
there are 11 commonly used refactoring techniques in the practices as 
shown in Table 2. Al-Dallal (2015) conducted a systematic literature 
review (SLR) and identified eight refactoring techniques commonly 
used by the reviewed studies. Mariani and Vergilio (2017) performed 
an SLR and detected 14 refactoring techniques commonly used. Al-
Dallal and Abdin (2018) carried out an SLR and determined the ten 
most used refactoring techniques in the studies they reviewed. Kaur 
and Singh (2019) conducted a systematic mapping study (SMS) of 
previous works and reported the ten most used refactoring techniques. 
Lacerda et al. (2020) carried out an SLR and reported the top commonly 
used refactoring techniques in the previous studies reviewed. Table 
2 presents the most frequently used refactoring techniques based 
on the previous studies (Al-Dallal, 2015; Al-Dallal & Abdin, 2018; 
Kaur & Singh, 2019; Kim et al., 2014; Lacerda et al., 2020; Mariani 
& Vergilio, 2017; Ouni et al., 2015) and the refactoring coverage in 
percentage based on these studies. The coverage is calculated base on 
Equation 1 as follows:

Coverage= (No.of studies reporting the technique)/    
(the total number of studies)*

100

(1)
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It is noted that only the Extract Method had the highest consensus 
between academics (Al Dallal, 2015; Al-Dallal & Abdin, 2018; 
Kaur & Singh, 2019; Lacerda et al., 2020; Mariani & Vergilio, 2017; 
Ouni et al., 2015) industry research (Kim et al., 2014) with 100 
percent coverage; while full consensus was missing on the other 19 
refactoring techniques as shown in Table 2. This observation showed 
the gap between academics and industrial research on the refactoring 
techniques studied by academic researchers and those currently being 
applied by industry practitioners.

Since there are many different refactoring techniques, each of which 
has a specific purpose and effect (positive, negative, ineffective) on 
software quality, it is very challenging for software practitioners 
to evaluate the pros and cons of each refactoring technique and 
choose suitable refactoring techniques to improve software quality 
or remove design flaws (Chaparro et al., 2014; Nyamawe et al., 
2019). The selection of improper refactoring techniques can lead to 
deterioration in the quality of software systems, which in turn, will 
increase maintenance costs. Empirical investigations are required on 
the relationship between each refactoring technique individually and 
the software quality attributes (Al-Dallal & Abdin, 2018; Almogahed 
et al., 2018; 2019; Kaur & Singh, 2019). Therefore, the refactoring 
techniques that should be investigated for their effects on software 
quality are those that are the most commonly used by software 
practitioners. Consequently, researchers can propose solutions, such 
as a reference model based on the results of these investigations. Such 
solutions can serve as a guideline to enable the software practitioners 
to have a better understanding of the impact of each refactoring 
technique on the software quality attributes and enable them to select 
a suitable refactoring technique to make improvements (Almogahed 
et al., 2018; 2019). Ultimately, efforts taken and time spent by 
software practitioners in assessing and choosing the right refactoring 
techniques can be saved, which in turn, will reduce maintenance costs. 
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METHODOLOGY

This section describes the exploratory study (using survey) conducted 
among software practitioners. The discussion in this section starts 
with the questionnaire design, and continues with the sampling, 
questionnaire testing, data collection, and response rate. 

Questionnaire Design

The questionnaire was designed based on the guideline proposed 
by Gay et al. (2012). According to Gay et al. (2012), it is important 
that the questionnaire is attractive and brief, contains only items that 
relate to the study’s objectives, collects demographic information as 
necessary, focuses on items based on single topics or ideas, defines 
and explains ambiguous terms, words the questions clearly, avoids 
leading questions, organizes items from general to specific, and keeps 
items and response options together. Moreover, careful attention must 
be given to the length of the questionnaire, as well as the length, 
content, order, and type of individual questions. The questionnaire 
comprised two sections: (i) demographic data; and (ii) the current 
refactoring techniques practiced. The questionnaire was designed by 
using Google Form (http://www.googledocs.com), consisting of 18 
questions organized into two main sections. The following subsections 
describe the two main sections of the questionnaire.

Demographic Information

It is quite common to begin the questionnaire by gathering information 
related to the demographic data to identify and understand the 
respondents’ profile. This demographic section included respondents’ 
details, such as their job function in the organization, their years of 
experience, and their familiarity with refactoring techniques. The 
questions in this section were of two types: i) in the form of a checkbox, 
whereby the respondents could choose one or multiple answers; and 
ii) in the form of a direct question for which the respondents could 
type their answer. 
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The Current Practices of Refactoring Techniques

This section aims to identify the current practices related to the most 
frequently used refactoring techniques among software practitioners. 
Precisely, there were seven questions relating to the application of 
refactoring techniques. These questions were in the form of check-box 
questions as well as open-ended questions for which the responses 
must be typed. Table 3 presents the questions and types of response.

Table 3 

The Questions and Types of Response to Current Practices for 
Refactoring

No. Questions Types of Response

1 The methods used to apply the refactoring 
techniques. Checkbox

2 Asking to mention other methods if they 
have not been included in the methods 

presented.
Open-ended

3 Used programming languages. Checkbox

4
Asking to report other programming 

languages if they have not been included in 
programming languages presented.

Open-ended

5
Respondents’ opinions as to whether or not 
they agree on the 20 most commonly used 
refactoring techniques shown in Table 2.

Yes/No

6 Identifying other than the 20 refactoring 
techniques used in practice and not 

mentioned in the questionnaire.
Open-ended

7 Requiring respondents to indicate whether 
they have any difficulties with the use of 

refactoring techniques and, if any, to specify 
those difficulties.

Open-ended

Sampling

The target population for this study was the software practitioners 
who apply the software refactoring techniques. The main constraint in 
selecting these software practitioners was that they had a tight work 
schedule and could not be reached easily. Due to this limitation and the 
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fact that not all software practitioners were using software refactoring 
techniques, this study used non-probability sampling, i.e., purposive 
(judgmental) sampling, which is considered appropriate when only 
a limited number or category of people can be approached (Sekaran 
& Bougie, 2016). It involves the selection of a unique sample with 
specific features important for the study (Nardi, 2003). The sample 
comprised software practitioners in Malaysia, Saudi Arabia, and 
Yemen. Furthermore, the sample could definitely meet the objectives 
of the study since they are chosen based on specific characteristics 
(Zikmund et al., 2010). 

The sample software practitioners were obtained by contacting software 
practitioners working in private and public companies. The target 
respondents were the persons responsible for system maintenance, 
system renovation, system re-development (enhancement), or system 
development (new development). The sample encompassed 103 
software practitioners, which were considered sufficient for this 
study. This corresponded to Roscoe’s (1975) rule of thumb, whereby 
a sufficient sample size is between 30 and 500. The minimum sample 
size of 30 is acceptable for statistical analysis (Fisher, 2007; Sekaran, 
2003). 

Questionnaire Testing

The purpose of this questionnaire testing is for face and content validity 
of the questions. The pre-testing of content validity was to ensure that 
the correct quality data were provided in the questionnaire, while face 
validity was used to test whether or not the instrument measures what 
it was designed to measure. The pre-test identified whether the survey 
had any problems, whether it was too difficult to understand, whether 
the wording of the questions was ambiguous, or whether it could lead 
to biased responses.

The questionnaire was subjected to two rounds of analysis and 
revision, to ensure not only that the contents were detailed and 
relevant, but also that the design was user-friendly, the instructions 
were straightforward, and the language was comprehensible. These 
components were tested before the questionnaire was distributed to 
the selected sample. Ikart (2019) reported that the minimum number of 
experts to review a questionnaire is two or three. In this study, the pre-
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test was administered to six respondents drawn from the population 
of interest. After the review of the questionnaire, slight changes were 
made to some of the questions to enhance understandability and 
readability. Table 4 summarizes the questionnaire pre-testing carried 
out in two rounds by the six respondents, three in each round.

Table 4 

Questionnaire Pre-Testing

Round ID Field of Specialization Results/Outcomes
First 
Round

A1 MSc in Information Technology The study overview 
was modified to include 
the background and 
accurately explain 
the purpose of the 
questionnaire.

B1 MSc in Information Technology Some questions 
have been altered 
and updated in the 
demographics section

C1 BSc Software Engineering Adding some items 
to the programming 
language used and 
methods of performing 
the refactoring 
techniques.

Second 
Round

A2 BSc Software Engineering It was all clear, easy, 
and understandable.

B2 BSc Software Engineering It was all clear, easy, 
and understandable.

C2 BSc in Information Technology It was all clear, easy, 
and understandable.

Data Collection and Response Rate

The main purpose of data collection is to gather data from the 
representative sample. The online survey created by Google Form was 
used for the data collection. The questionnaire link was sent online 
to target respondents through emails and social media networks. The 
respondents were given eight weeks to fill in the online questionnaire. 
Table 5 indicates the total number of questionnaires that were 
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distributed to the respondents and their response rate. The 
unreturned questionnaires were labeled as lost, while the incomplete 
questionnaires were considered as rejected due to incomplete answers 
and excluded from data analysis. The completed questionnaires were 
labeled as usable and included in data analysis. Based on Table 5, 
the response rate for this study was 31.07 percent. This denoted that 
the completed questionnaires could be analyzed since Saunders et 
al. (2015) recommended that the reasonable average response rate is 
between 30.0 percent – 40.0 percent.

Table 5

Response Rate of the Questionnaire

Description Software
Practitioners

Rate (%)

Sent 103 100.0%
Lost 61   59.22%
Received 42   40.78%
Usable/ Complete online survey 32   31.07%
Rejected/ Incomplete online survey 4     3.88%
Not familiar with refactoring 6     5.8%

Software practitioners are very busy individuals and cannot be 
easily accessed. Indeed, not all software practitioners use software 
refactoring techniques because the refactoring process is not a simple 
task and involves high costs and huge risks. Due to these limitations, 
the number of software practitioners who are familiar with refactoring 
techniques was low (32 out of 103). However, the average response 
rate (31.07 %) was acceptable for statistical analysis (Fisher, 2007; 
Saunders et al., 2015; Sekaran, 2003).
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RESULTS AND FINDINGS

This section discusses the findings obtained from the exploratory 
study. The first section presents the demographic and background 
information on the participating software practitioners. The second 
section describes the current practices of refactoring techniques.

Demographic Data

The demographic data were presented in terms of the respondents’ 
core team role, main team assignment, and years of experience. 
Table 6 depicts that a majority of the respondents were software 
testers (37.5%), followed by software developers (34.4%), project 
managers (12.5%), requirement analysts (6.3%), software architects 
(3.1%), and networking (3.1%). 

Table 6 

Core Team Role in Organization

Core Team Role Frequency Percentage
Software Tester 12 37.5%
Software Developer 11 34.4%
Project Manager 4 12.5%
Requirement Analyst 2 6.3%
Software Architect 1 3.1%
Networking 1 3.1%
All of the above 1 3.1%
Total 32 100.0%

Regarding their main team assignment as shown in Table 7, most of the 
respondents were assigned to system maintenance (37.5%), followed 
by system - new development (34.4%), system renovation (12.5%), 
system re-development (9.4%), and network engineering (3.1%).
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Table 7 

Main Team Assignment in Organization

Main Team Assignment Frequency Percentage
System maintenance 12 37.5%
System - new development 11 34.4%
System renovation (enhancement) 4 12.5%
System re-development 3 9.4%
Network engineering 1 3.1%
All of the above 1 3.1%
Total 32 100.0%

Table 8 portrays information relating to the respondents’ work 
experience. Most of the respondents (46.9%) had a range of 5 to 10 
years of work experience, while 37.5 percent had work experience 
between 11 and 15 years, followed by 12.5 percent having work 
experience between three and five years. Only a few (3.1%) had a 
very long work experience, at more than 15 years. 

Table 8 

Work Experience

Experience Frequency Percentage
5–10 years 15 46.9%
11–15 years 12 37.5%
3–5 years 4 12.5%
More than 15 years 1 3.1%
Total 32 100.0%

This indicated that most of the software practitioners were 
responsible for software refactoring as they had work experience with 
systems maintenance, new system development, renovation, and re-
development.
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Current Practices of Refactoring Techniques 

This section describes the survey findings related to the methods of 
applying refactoring techniques, the programming languages used, 
and the most frequently used refactoring techniques as of current.

Regarding the methods of applying the refactoring techniques, Table 
9 reveals that most of the software practitioners (63.3%) used Eclipse 
Integrated Development Environment (IDE) to automatically apply 
the refactoring techniques, whilst 20 percent utilized other automatic 
tools, such as IntelliJ IDEA and RefactorIt tools. On the other hand, 
10 percent of the software practitioners applied the refactoring 
techniques manually and 6.7 percent used semi-automatic methods.

Table 9

Methods of Applying the Refactoring Techniques

Method Frequency   Percentage
Automatic using Eclipse IDE 19 63.3%
Automatic using other tools 6 20%
Manual 3 10%
Semi-automatic 2 6.7%
Total 30 100.0%

Regarding the programming languages used for refactoring, some of 
the respondents used more than one programming language (Table 
10). The majority of the software practitioners (96.7%) applied Java. 
This was followed by C# (13.3%), C++ (10.0%), Python (10.0%), 
JavaScript (3.3%), HTML (3.3%), VB.Net (3.3%), and ASP.Net 
(3.3%).
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Table 10

Programming Languages Used for Refactoring

Programming Language Number Percentage of Cases
Java 29 96.7%
C++ 3 10.0%
C# 4 13.3%
Python 3 10.0%
JavaScript 1 3.3%
HTML 1 3.3%
VB.Net 1 3.3%
ASP.Net 1 3.3%
Total 42 139.9%

Note. *percentage of cases is used to describe the data because it 
shows the percentage of the number of respondents who chose each 
item (it is appropriate for multi-responses question)

These findings indicated that Java was the most frequently used 
programming language for the refactoring techniques.

Regarding the most frequently used refactoring techniques currently 
used among the software practitioners, a list of 68 refactoring techniques 
categorized into six categories as shown in Table 1 was presented to 
the respondents. Additionally, a list of the 20 most used refactoring 
techniques in research and practice based on comprehensive literature 
reviews as portrayed in Table 2 was showed to the respondents.

Then, the respondents were asked whether they agreed or disagreed, 
based on their current use of the refactoring techniques, on the 
refactoring techniques included in the list of the 20 commonly used 
refactoring techniques. A ‘Yes’ answer referred to the agreement 
that the refactoring technique was commonly used in their current 
practice; while a ‘No’ answer meant the refactoring technique was not 
commonly used in their current practices. Table 11 shows the results 
obtained from the respondents.
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(continued)

Table 11

Voting of the Respondents on the Most Frequently Used Refactoring 
Techniques in their Current Practices

No. Refactoring 
Technique

   
Yes    No Total

Yes/
Agreement 
Percentage

No/
Disagreement 

Percentage
1 Add Parameter 16 16 32 50.0% 50.0%

2 Collapse 
Hierarchy 7 25 32 21.9% 78.1%

3 Encapsulate 
Field 30 2 32 93.75%   6.25%

4 Extract Class 29 3 32 90.6%   9.4%
5 Extract Subclass 29 3 32 90.6%   9.4%

6 Extract 
Superclass 20 12 32 62.5% 37.5%

7 Extract Method 28 4 32 87.5% 12.5%
8 Inline Class 17 14 31 54.8% 45.2%
9 Inline Method 18 13 31 58.1% 41.9%

10 Introduce Null 
Object 4 26 30 13.3% 86.7%

11 Move Field 26 4 30 86.7% 13.3%
12 Move Method 27 4 31 87.1% 12.9%
13 Pull Up Field 29 1 30 96.7%   3.3%

14 Push Down 
Field 28 2 30 93.3%   6.7%

15 Pull Up Method 29 1 30 96.7%   3.3%

16 Push Down 
Method 29 1 30 96.7%   3.3%

17 Rename Method 30 2 32 93.75%   6.25%

18 Remove 
Parameter 13 18 31 41.9% 58.1%

19 Replace Method 
with Method 
Object

3 28 31   9.68% 90.32%
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20 Replace 
Conditional with 
Polymorphism

4 27 31 12.9% 87.1%

Note. Highlighted rows refer to refactoring techniques that have received a 
low rate of agreement (below 50%).

In addition, the respondents were asked to specify other refactoring 
techniques they were using in their current practices that were not 
included in the list of the 20 frequently used refactoring techniques. 
The findings revealed that only one respondent (3.1%) specified two 
refactoring techniques (Transform Parameters and Convert Abstract 
Class to Interface) that were not in Fowler’s (2002) catalog.

These findings clearly indicated the most frequently used refactoring 
techniques in current practices. 15 refactoring techniques obtained a 
high agreement rate (greater than or equal to 50%). However, five 
refactoring techniques obtained a low agreement rate (below 50%), 
as highlighted in Table 11, due to the lack of opportunities to apply 
them: 1) Remove Parameter (41.9%); 2) Collapse Hierarchy (21.9%); 
3) Introduce Null Object (13.3%); 4) Replace Method with Method 
Object (9.68%); and 5) Replace Conditional with Polymorphism 
(12.9%). Overall, it is recommended that researchers focus on these 
15 most used refactoring techniques to study and produce more 
effective solutions for the industry practitioners. 

DISCUSSION

Refactoring is one of the fastest-growing, if not the fastest-growing area 
in software engineering research, due to its strategic importance in the 
process of improving and evolving software quality, which in turn, can 
reduce maintenance costs. However, most academic research have not 
explored the challenges that software practitioners face in refactoring 
software. Researchers have selected refactoring techniques and 
methods applicable to them subjectively, or on the basis of literature 
review, without obtaining evidence from the software industry. As a 
result, the existing gap between academic research and the software 

No. Refactoring 
Technique

   
Yes    No Total

Yes/
Agreement 
Percentage

No/
Disagreement 

Percentage
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industry prevents the software industry practitioners from exploiting 
the benefits of well-researched refactoring techniques. Therefore, 
this study bridges this gap by exploring the most applied refactoring 
techniques, the programming languages used, and the methods used 
to apply refactoring techniques in current practices among software 
practitioners.

The findings revealed that 15 refactoring techniques as shown in 
Table 11 are commonly applied among the software practitioners. 
The logic behind applying the Extract Method is to easily understand 
the method, as overly long methods make it extremely difficult to 
understand – and even more difficult to change. The Inline Method is 
utilized when the method body is more obvious than the method itself. 
The Extract Method and Inline Method are commonly employed 
as they simplify methods, remove duplication of codes, and create 
opportunities for new improvements. The Extract Class is used when 
a class has many responsibilities that make it hard to understand. It is 
commonly applied as it helps to maintain adherence to the principle 
of single responsibility, therefore making the class more obvious 
and understandable. Inline Class is normally used when a class does 
almost nothing and is not responsible for anything, and no additional 
responsibilities are planned. The Move Method or Move Field is 
utilized when a method or field is used more in another class than 
in its own class. The Move Method and Move Field are commonly 
used to reduce dependence between classes by moving the method 
or field from the source class to the target class. The reason for 
applying Encapsulate Field is that it hides the data and restricts the 
accessibility of the data, therefore improving the security of software. 
The Add Parameter is employed if the method has insufficient data 
to execute certain actions. The Rename Method is utilized when the 
method name does not illustrate what the method is doing. The Add 
Parameter and Rename Method are normally used to make method 
calls simpler and easier to understand. This, in turn, streamlines the 
interaction interfaces between classes. The Extract Subclass, Extract 
Superclass, Pull Up Method, Push Down Method, and Push Down 
Field are refactoring techniques that deal with generalization and 
move methods/fields around the inheritance hierarchy. They are 
mainly attached to moving functionalities around a hierarchy of the 
class inheritance, producing new classes, and replacing inheritance 
among classes with a delegation and vice versa. As a result, they make 
the inheritance hierarchy more organized and understandable.
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On the other hand, different programming languages are used in 
the refactoring process as presented in Table 10. However, the Java 
programming language is the most used in the refactoring process 
in current practices. This because Java is the most commercially 
important and a recent object-oriented language, and the most 
widely used platform by industry and academia. In addition, different 
methods have been used to perform the refactoring techniques as 
shown in Table 9. Automatically using the Eclipse IDE method is the 
most common method. Eclipse IDE is one of the most popular IDEs 
that supports automated refactoring and is a widely used refactoring 
tool. It is, however, up to the software developers to find and know 
the refactoring technique to apply. In other words, Eclipse IDE does 
not provide full automation to identify opportunities for the use 
of refactoring techniques or full automation to perform common 
refactoring techniques.

The stockholders can benefit from the findings obtained from this 
study in the improvement of the software refactoring process that takes 
into consideration the most commonly used refactoring techniques in 
current practices. This will contribute to overcoming challenges faced 
by software practitioners.

CONCLUSION

This study addressed the issue of industry practitioners not being 
involved or considered in previous studies on refactoring techniques. 
This exploratory study using the online survey method was conducted 
among software practitioners to identify the most frequently used 
refactoring techniques, the programming language commonly used, and 
methods of applying the refactoring techniques in the current practices 
of software refactoring. The findings revealed the 15 most commonly 
used refactoring techniques in current practices. Additionally, Java 
was the most commonly used programming language (96.7%) in 
software development and refactoring. Automatically using Eclipse 
IDE was the most common method (63.3%) to apply the refactoring 
techniques.
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This study provides evidence from the industry related to the current 
practices of refactoring and will be beneficial for academicians and 
the industry. Researchers can investigate the effect of the identified 
refactoring techniques individually, or in combination, on the software 
quality attributes to produce more productive results for the software 
industry. Additionally, it is recommended that reference models 
using the identified refactoring techniques be developed to guide the 
software developers to select suitable refactoring techniques based 
on their effect on software quality attributes. Moreover, via these 
empirical results, researchers can develop techniques and software 
tools that can automatically identify opportunities of these common 
refactoring techniques, thus applying them more efficiently. 

Future research can conduct empirical investigations on the impact 
of the 15 commonly used refactoring techniques on internal quality 
attributes, such as abstraction, cohesion, coupling, complexity, 
encapsulation, and messaging, and the estimated external quality 
attributes, for instance effectiveness, reusability, understandability, and 
security, to identify the pros and cons of each refactoring technique.
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